STOR 565 Fall 2019 Homework 3

Ted Henson

*Remark.* This homework aims to help you further understand the model selection techniques in linear model. Credits for **Theoretical Part** and **Computational Part** are in total 100 pt. For **Computational Part** , please complete your answer in the **RMarkdown** file and summit your printed PDF homework created by it.

## Computational Part

**Hint.** Before starting your work, carefully read Textbook Chapter 6.5-6.7 (Lab 1-3). Mimic the related analyses you learn from it. Also look at the demonstrations I showed you in class (see Sakai/Resources/Lectures and click on each Lecture for demonstrations). Some related packages have been loaded in setup.

1. (Model Selection, Textbook 6.8, *18 pt*) In this exercise, we will generate simulated data, and will then use this data to perform model selection.
2. Use the rnorm function to generate a predictor of length , as well as a noise vector of length . Do not print the entire vector.

set.seed(336)  
  
x = matrix(rnorm(100),ncol=1)  
  
  
e = matrix(rnorm(100),ncol=1)

**Hint.** Before generating random numbers, fix your favourite random seed by set.seed so that your result is reproducible as you carry forward your exploration.

1. Generate a response vector of length according to the model
2. where , , , . Do not print the entire vector.

beta = function(x){3 + 2\*x - 3\*(x^2) + .3\*(x^3)}  
  
y = beta(x) + e

1. Use the regsubsets function from leaps package to perform best subset selection in order to choose the best model containing the predictors .

What is the best model obtained according to , BIC, and adjusted ? Show some plots to provide evidence for your answer, and report the coefficients of the best model obtained.

data = matrix(nrow = nrow(x),  
 ncol = 10)  
data[,1] = x[,1]  
data[,2] = data[,1]^2  
data[,3] = data[,1]^3  
data[,4] = data[,1]^4  
data[,5] = data[,1]^5  
data[,6] = data[,1]^6  
data[,7] = data[,1]^7  
data[,8] = data[,1]^8  
data[,9] = data[,1]^9  
data[,10] = data[,1]^10  
  
colnames(data) = c('x1', 'x2', 'x3', 'x4', 'x5', 'x6', 'x7', 'x8', 'x9', 'x10')  
  
reduced = regsubsets(y = y,  
 x = data,  
 nvmax = 10)  
results = summary(reduced)  
  
plot(y = results$adjr2[1:10], x = c(1:10),  
 main = 'Best Subset Model',  
 ylab = 'Adjusted R squared',   
 xlab = 'Number of predictors')
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plot(y = results$cp[1:10], x = c(1:10),  
 main = 'Best Subset Model',  
 ylab = 'Cp', xlab = 'Number of predictors')
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plot(y = results$bic[1:10], x = c(1:10),  
 main = 'Best Subset Model',  
 ylab = 'BIC', xlab = 'Number of predictors')
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The model with the lowest cp has 8 predictors. The model with the highest adjusted R squared has 8 predictors. The model with the lowest bic has 3 predictors. Overall the best model is probably the model with 3 predictors, as the changes in cp, BIC, and adjr2 are marginal with additional predictors. The coeffecients for our chosen model are:

coef(reduced, 3)

## (Intercept) x1 x2 x3   
## 2.995934 1.973766 -2.978722 0.340765

1. Repeat (c), using forward stepwise selection and also using backwards stepwise selection. How does your answer compare to the results in (c)? You must show a summary of the selected model or other evidence to support your statements.

forward = regsubsets(y = y,  
 x = data,  
 nvmax = 10,  
 method = 'forward')  
  
backward = regsubsets(y = y,  
 x = data,  
 nvmax = 10,  
 method = 'backward')  
  
results = summary(forward)  
  
  
  
plot(y = results$adjr2[1:10], x = c(1:10),  
 main = 'Forward Stepwise Model',  
 ylab = 'Adjusted R squared', xlab = 'Number of predictors')
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plot(y = results$cp[1:10], x = c(1:10),  
 main = 'Forward Stepwise Model',  
 ylab = 'Cp', xlab = 'Number of predictors')
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plot(y = results$bic[1:10], x = c(1:10),  
 main = 'Forward Stepwise Model',  
 ylab = 'BIC', xlab = 'Number of predictors')
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results = summary(backward)  
  
plot(y = results$adjr2[1:10], x = c(1:10),  
 main = 'Backward Stepwise Model',  
 ylab = 'Adjusted R squared', xlab = 'Number of predictors')
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plot(y = results$cp[1:10], x = c(1:10),  
 main = 'Backward Stepwise Model',  
 ylab = 'Cp', xlab = 'Number of predictors')
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plot(y = results$bic[1:10], x = c(1:10),  
 main = 'Backward Stepwise Model',  
 ylab = 'BIC', xlab = 'Number of predictors')
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Using forward stepwise selection, the best model has 4 predictors as the changes in CP and adjr2 begin to level out at 3 predictors, and the BIC levels out (and increases) after adding the fifth predictor. Using backward stepwise selection, the best model has 6 predictors as the BIC begins to increase after adding a 7th predictor, and the CP and adjr2 have leveled out. The coeffecients for our forward model are:

print(coef(forward, 4))

## (Intercept) x1 x2 x3 x4   
## 3.0949108 1.8468069 -3.1748960 0.3987835 0.0388525

The coeffecients for our backward model are:

print(coef(backward, 6))

## (Intercept) x2 x3 x5 x6 x7   
## 2.90572768 -2.48126339 3.56272035 -1.37025326 -0.19200768 0.16660286   
## x8   
## 0.03773801

All three models contain X2 and X3 as predictor variables. Best Subsets and Forward Stepwise also both contain X1 as a predictor.

1. Now fit a LASSO model with glmnet function from glmnet package to the simulated data, again using as predictors. Use 5-fold cross-validation to select the optimal value of . Create plots of the cross-validation error as a function of . Report the resulting coefficient estimates, and discuss the results obtained.

* lasso.mod = cv.glmnet(y = y, x = data, alpha = 1,  
   nfolds = 5)  
  plot(x = lasso.mod$lambda, y = lasso.mod$cvm)
* ![](data:image/png;base64,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)
* print('Lasso Regression Coefficients:')
* ## [1] "Lasso Regression Coefficients:"
* coef(lasso.mod)
* ## 11 x 1 sparse Matrix of class "dgCMatrix"  
  ## 1  
  ## (Intercept) 2.8100565  
  ## x1 1.7397857  
  ## x2 -2.8267160  
  ## x3 0.3490796  
  ## x4 .   
  ## x5 .   
  ## x6 .   
  ## x7 .   
  ## x8 .   
  ## x9 .   
  ## x10 .
* The lasso model found that the only nonzero coefficients were X1, X2, and X3. These were the only coefficients used to generate our data so the lasso model will be better at predicting future data generated from our function than the previous models trained.

1. Now generate a response vector according to the model
2. where , and perform best subset selection and the LASSO. Discuss the results obtained.

* beta = function(x){0 + 7\*x^7}  
    
  y = beta(x) + e  
    
  reduced = regsubsets(y = y,  
   x = data,  
   nvmax = 10)  
  subsets.results = summary(reduced)  
    
  lasso.mod = cv.glmnet(y = y, x = data, alpha = 1,  
   nfolds = 5)  
    
  print('Lasso Regression Coefficients:')
* ## [1] "Lasso Regression Coefficients:"
* coef(lasso.mod)
* ## 11 x 1 sparse Matrix of class "dgCMatrix"  
  ## 1  
  ## (Intercept) -9.727377  
  ## x1 .   
  ## x2 .   
  ## x3 .   
  ## x4 .   
  ## x5 .   
  ## x6 .   
  ## x7 6.730511  
  ## x8 .   
  ## x9 .   
  ## x10 .
* plot(y = subsets.results$adjr2[1:10], x = c(1:10),  
   main = 'Best Subsets',  
   ylab = 'Adjusted R squared', xlab = 'Number of predictors')
* ![](data:image/png;base64,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)
* plot(y = subsets.results$cp[1:10], x = c(1:10),  
   main = 'Best Subsets',  
   ylab = 'Cp', xlab = 'Number of predictors')
* ![](data:image/png;base64,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)
* plot(y = subsets.results$bic[1:10], x = c(1:10),  
   main = 'Best Subsets',  
   ylab = 'BIC', xlab = 'Number of predictors')
* ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeAAAAGACAMAAABC/kH9AAAApVBMVEUAAAAAADoAAGYAOjoAOmYAOpAAZrY6AAA6ADo6AGY6OgA6OmY6ZpA6ZrY6kLY6kNtmAABmADpmOgBmOjpmkJBmkLZmkNtmtrZmtttmtv+QOgCQZgCQZjqQkGaQtpCQttuQtv+Q2/+2ZgC2Zjq2ZpC2kGa227a229u22/+2/7a2///bkDrbkGbbtmbbtpDb27bb////tmb/25D/27b//7b//9v///93sJrKAAAACXBIWXMAAA7DAAAOwwHHb6hkAAAMnElEQVR4nO2dC5vaxhlGhe1dXDftkjRpalw3XdykruW0Kwz8/59WzUVIsIhFYkbSvJzzPFkLMfpQOMxVmlG2A2mysU8A4oJgcRAsDoLFQbA4CBYHweIgWBwEi4NgcRAsDoLFQbA4CBYHweIgWBwEi4NgcRAsDoLFQbA4CBYHweIgWBwEi4NgcRAsDoLFQbA4CBYHweIgWBwRwXnmmH33uT3R9l9f9pu/vjuZeJW9+nK8rz1KCogJzs4I+vbD/r3t0v8e3h+leVlwI0oSyAnOHtrSNOTlbT+HlwVfkMcnhYxg97Wv59l9+c/2U5k7//Rk9nytyuJVQ+gqm/2tzIxlPn5fKdsszE+j3P7tL1nmyu6vdTG+D1hF+Xq6iJ8eYoL/OzeaSlmGN1/2ebV891Cw3VjPvdSG4Dpn14c2Avoo+ekCYILICK64s9ns1WdnrzRz/7T7PatFVslnP/3bvzgSfPfZpL8/PvRz8+fQfG/iqAk2Ra9zZXN1KeXNoUiLb2S9+eVpdyx49uh3NQ5tBHSpm2Enjppgk6nKr9/bfnQmX/9Ui/T8/m5fih/VwV9suINDGwFdimbYiSMj2Mn7tig3iqz28e0Ht/XPZ+3f7f8+zk1R7PdXBbAp4q3gxqHNgC51I+zEERNs1ZSuGv3bbx/fuaq5Fuxk7rzbQ8H7HNw4tBmwirIPO3HEBJc9n9mjaQIdvLv9UIs0lAlmf32ybe5yl7NZ+NaUVVkntYc2AzZr8g8JNKNlBDeb0babW5bWd0+ltj8/mQK13Ouz5WHye/viwfaJneBXvhXdPLQO6KI035s4coKNRN9tNZuf6r1F3XGthiqrwrlqnh30gz+dDOiiNN6bOGqC/2gHl779fV4NR9nmst1rRqPe+LGnrd3tm8HrssX03W/PR7LqQxsBfZTGe9NGRDC0gWBxECwOgsVBsDgIFgfB4iBYHASLg2BxECwOgsVBsDgIFgfB4iBYHASLg2BxECwOgsVBsDgIFgfB4iBYHASL00XwZmHm5DVmgMD06Sw4N/OtNovj9YdgonQV7NXm059WB5augtdzK7igkE4EcrA43QT7KdO+uQUJ0LGbZBY/MBPc2/xmMBCRBA8cDtpAsDiRBFdrW7T2ghE8EHEEr98+lg1osyJRWy8JwQMRRfB2adtWK7NYyf3pJAiOxmHDKorgRh+4baADwbHIdgffbtQcfO/K6WvDQQeyxt/DrYsOvJDcLPxlKuLNgiJ6WIYRbC8Vzs74RXAsBhI8dDjYM0QdPHw4qBmgFV3hLxmGCgc9iNRNqse6D1vR3cfA4Tri5GB/FYkcPD6RiujN4u4JwVMgWh28KntJCB6feI2sPHtA8PhEbEWv568RPDoxu0nbJdeDR4eBDnEQLA6CxRl4JKtXOLiCODl4u3xpxgqCByLaXZVtF4J7hYPexKqDi/YeUp9w0BcaWeIgWJy4I1ntUwsRPBAIFgfB4iBYHASLQytaHASLg2BxECwOgsVBsDgIFgfB4iA4JXpM2kNwQhzN7b74mLAJRwl3ExyvztDhoJAJRwl3EyBYHASrQx2sDq1oOAbB4iBYHASLg2BxECzOwIJZ6W5oyMHiIFgcBIuDYHEQPBFitTsRPA36XCi6OHDYhKOES51el3o7RA6ZcJRwqYNgcRCsDnWwOrSioRcIFgfB4iBYHASLg2BxECwOgsVBsDgIFieK4M3CLFJZtD9zBcGDEU9wbh4wu1m0PLoBwQMRTbBXazVfGQ6uIJpg/2jZggdjjQs5WJxIgs3klPtd1dy6MhxcQaxuUul49lg2pNvWfEfwQNAPFgfB4kQSvF2efbgsggcjjuC8qntbK2EED0QUwY3n6dBNGplI3aT9ACUDHSNDDhYnVh3sszB18Nh0Fuwe3r6etz+1zuDGsrKsJf/elOBxV5zpKnizcM6qf6N/bvJEm3V0+cd3SbiqvLaOMgf+3NSJN2+wy+dfnPCC5tOOOzqaJCb4gg7Q7twdHbe3EFpyguscfF4w14M9qdXB99WO1fkiOvU7OsIVMmm1or23xsYJBHLwyPkuHJ37wX7oIm+9lL9TuKNj7JozHN1HstyVwPtzaXfJ39Fxy4IH/txxQPBgnzsSt1sHD/25Y6HSVe/cD66HKtr7wSE/F64j4n3RZ38GCB6IOEX0dvlS9kbwQHQWnJtMuSqzZvs4x666ahzic+E6ugo2I9Arcx3/3EjWzoyHnH0bwUPR53Khu53jzOXCkJ87aRJoave5XOgv99KKTqGzHFNw4+6A/p87YZIY7kJwfxCM4PFB8BVI1sEdhirlBQu2oof/XLiOWxScQL4Lxw0KTqHmDMftCU6i7RsOBIuDYHFuTzB18JUJRwnX7bNpRV+TcJRw0AaCxUGwOAgWB8HiIFgcBIuDYHEQLA6CxUGwOAgWZ2DBt7cQ2tiQg8VBsDgIFgfB4iBYHASLg2BxECwOgsVBsDgIFgfB4ogJ5irGMVqCb2va0UVICb6xiYMXgWBxECyOlGDq4OdoCaYV/QwxwXAMgsVBsDhRBPOA6OkQT/DJB0T3CgdXEE1w4o+XlSGa4NQfEK0COVicSIJTf0C0DrG6SYk/IFoH+sHiIFgcBIuDYHEitqJ5QPQUiJODeUD0ZIhURPOA6KkQqw7mAdETgUaWOOkI5narXiQjmBsm+5HKHR3c8tyTge/o6L3SHYJ7ksr1YAT3JJk7OqiD+5FKDqYV3RPu6BCHOzrESaYfDP1AsDgIFgfB4nBHhzjc0SEOd3SIwx0d4tDIEgfB4sQUvF22DVQieDAQLM4kBHMlMB5TEMy1/IhMQDB348RkAq1oBMcEweJMQDB1cEymIJhWdEQmIRjigWBxECwOgsUZTTAMxEiCexDuDKYYafSTQnDcSKOfFILjRhr9pBAcN9LoJ4XguJFGPykEx400+kkhOG6k0U8KwXEjjX5SCI4bafSTGl8wRAXB4iBYHASLg2BxECwOgsVBsDgIFgfB4iBYHASLg2BxxhW8XWZZ69LEnVm1rFLekfXcLYodgLz83zu/7tRlrP9gF6ArMrOYczdGFbxdluebh/o2iyyI4KKMslkEOafcrq19veHNwq4wWJhwXQ2PKtg9ACJ/aX3Ey9gsggh26xcEOSe3LuDq6t9K4ZYGdWfWNdwE6uDOP8rT5HcfQghevw1yNoZAgovswT4DpV92mIDgVZAcXIoJUgcXr/6zCNUuCFVEu4fcuJ9e2/Nu2hhfcPsDILpgyq8ggnNTHL646OqF9GkVnYxjrLqSrmt5N7rgIkwbyzznJ4zgWZ98chpTNq3nAX6/CQsOk39d8RVGsFXrn/91HeHakOkW0Xmo2s5Pqrxei/sCgzS1+mW5k5FSbWTlQYYBKoLkYPdotyBFtDMSIlSRaDcpSP1UE2Yky9Tm5xbz60DYOjjBgQ5fsIbpBwcbqizCDZ+uAoXypUCe2lAlxAfB4iBYHASLg2BxECwOgsVBsDgIFgfB4iBYHASLg2BxECwOgsVBsDgIFgfB4iBYHASLg2BxECwOgsVBsDgIFgfB4iBYnIQFb5duxk7blKSL5vjmF0weKmaPbs5h9TrklMjYJC3YLQ5wjeDN4oK5YUcz+g5kT56kBb+207SvE3yBLASPw3Z5n9t1iu6e7Hde/lnPfzZL5Ji16t6Xgn+c+wI4d9M4N99/zPx0bDdH1CT0M/r/MW8mybP6yNnHqog2e+/NMeVPqmiGNPuCzmUPR9qC7fd+INgunWcMmW+9fGHnX+d+Y7OoMrtZ3MgsZ1flxtLQe7/TJKkOsFO4i8wLNnvLMt1u1wHK9LasCLJeUnjSFlwtrlMLfvDrBpTfuZtbX5p2FW1Rbeyq1RAajSef1kR6qGrmwvxGzNsrl6462mw3AjyEWpMnDokL9stj1YLf+7rXCrZLZMweXR1avtzXnu6txp59Wpc9qwP2SyeY3VWdXm9XAfxakpMkccEm87QKtk2w8m9RLcFzJLh8uRf81i+I48tff0B+INivvFML3gewq+ZOsoROXvBu9XBhDt412r/Pc/Ch4OqAC3OwZRVqqZGwJC94/fadrzkrp7Xgfb3qJew3Wurgxk9l53fbxvPZOrgSPNHeU/KCd6uy07Jdmv+yY8HVWqB2ecJV08bzVrRP6/tD/gC/nGijFW2b7g9HAWyOD7RobmjSF2w7Kpuy+/vzsyL6x7mvGU0HtixtG5ms6sbuBfu0foc/4FQ/2P2kDgMUAReDCkzCgkMSZG3KSYJgC4LFQTAkCoLFQbA4CBYHweIgWBwEi4NgcRAsDoLFQbA4CBYHweIgWBwEi4NgcRAsDoLFQbA4CBYHweL8HxAMOjcsovN3AAAAAElFTkSuQmCC)
* print('Subset Regression Coefficients:')
* ## [1] "Subset Regression Coefficients:"
* coef(reduced, 6)
* ## (Intercept) x1 x3 x4 x5   
  ## 0.117721254 -1.212712618 2.010430891 -0.091432326 -0.832500783   
  ## x7 x10   
  ## 7.099656961 0.001212406

Depending on your criterion, the best subset model would chose 6 or 7 predictors despite our function only being generated from one variable (x7). Our lasso regression was able to shrink all other variables to 0, so we conclude that the lasso regression model is better.

1. (Prediction, *20 pt*) In this exercise, we will try to develop a prediction model for wins in a basketball season for a team based on a host of other factors. The starting point is to load the nba-teams-2017 data set (which was scraped by Gaston Sanchez at Berkeley).
2. Do some exploratory data analysis by picking 6-7 features that you think might be interesting and explore relationship between these features by making a scatterplot matrix like the following (you **do not** have to use the same features I am using!):

library(readr, quietly = T)  
nba\_teams\_2017 <- read\_csv("nba-teams-2017.csv")

## Parsed with column specification:  
## cols(  
## .default = col\_double(),  
## team = col\_character()  
## )

## See spec(...) for full column specifications.

library(caret, quietly = T)

##   
## Attaching package: 'caret'

## The following object is masked from 'package:pls':  
##   
## R2

pairs(wins ~ free\_throws\_att + points3\_attempted + plus\_minus + assists + points + turnovers, data = nba\_teams\_2017)
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*NOTE: You may remove the includegraphics statements below when knitting your own response, if they are giving you trouble*

1. The aim is now to predict *wins* based on the other features. First explain why you would remove the “losses” column from the above data set? Would you necessarily remove any other columns?

You would remove the losses column because it is redudant: losses is a linear combination of the wins and games columns (games minus wins). Game number is also the same for every observation so we should remove that as well. Winprop will have the same variance as wins so we should remove that to avoid auto correlation. Since we only have one observation per team, we should also remove that column.

1. Use ridge regression with 5 fold cross-validation to choose the optimal tuning parameter and report your model along with your test error as found by cross-validation for that choice of .

library(tidyverse)

## -- Attaching packages -------------------------------------------- tidyverse 1.2.1 --

## v tibble 2.1.3 v dplyr 0.8.3  
## v tidyr 0.8.3 v stringr 1.4.0  
## v purrr 0.3.2 v forcats 0.4.0

## -- Conflicts ----------------------------------------------- tidyverse\_conflicts() --  
## x purrr::accumulate() masks foreach::accumulate()  
## x tidyr::expand() masks Matrix::expand()  
## x dplyr::filter() masks stats::filter()  
## x dplyr::lag() masks stats::lag()  
## x purrr::lift() masks caret::lift()  
## x purrr::when() masks foreach::when()

nba\_teams\_2017.reduced = nba\_teams\_2017 %>% dplyr::select(-c(team,  
 games\_played,  
 losses,  
 wins,  
 win\_prop))  
  
ridge = cv.glmnet(x = as.matrix(nba\_teams\_2017.reduced),  
 y = nba\_teams\_2017$wins,  
 alpha = 0, nfolds = 5)  
plot(x = ridge$lambda, y = ridge$cvm)
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The best test error was 41.3723017 wins from the optimal lambda of 3.5533312.

1. Fit a LASSO model on the training set, with chosen by 5-fold cross-validation. Report the test error obtained, along with the number of non-zero coefficient estimates.

lasso = cv.glmnet(x = as.matrix(nba\_teams\_2017.reduced),  
 y = nba\_teams\_2017$wins,  
 alpha = 1, nfolds = 5)  
 plot(x = lasso$lambda, y = lasso$cvm)
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print('Coefficients:')

## [1] "Coefficients:"

coef(lasso)

## 23 x 1 sparse Matrix of class "dgCMatrix"  
## 1  
## (Intercept) 41.000000  
## minutes .   
## points .   
## field\_goals .   
## field\_goals\_attempted .   
## field\_goals\_prop .   
## points3 .   
## points3\_attempted .   
## points3\_prop .   
## free\_throws .   
## free\_throws\_att .   
## free\_throws\_prop .   
## off\_rebounds .   
## def\_rebounds .   
## rebounds .   
## assists .   
## turnovers .   
## steals .   
## blocks .   
## block\_fga .   
## personal\_fouls .   
## personal\_fouls\_drawn .   
## plus\_minus 2.111394

The only non-zero coefficient was plus\_minus. The best test error was 10.4874123 wins wins from the optimal lambda of 0.8599517.

1. Let us now try to understand the performance of the various techniques on simulated data to get insight.

Suppose your true model is

where:

* Uncorrelated predictors:
  + . Precisely for the -th individual, where are independent and identically distributed normal random variables with mean zero and variance one.
* . Precisely: where are independent and identically distributed normal random variables with mean zero and variance 1.

(a)(2 pt) Generate the above data with seed = 1234

set.seed(1234)  
beta = c(rep(1,20), rep(0,1980))  
  
  
x = matrix(data = rnorm(mean = 0,   
 n = 1000\*2000,  
 sd = 1),   
 nrow = 1000,  
 ncol = 2000)  
  
  
e = rnorm(n = 1000, mean = 0, sd = 1)  
  
  
y = x %\*% beta + e

1. (6 pt) Using glmnet fit Lasso, ridge regression and elastic net with

What I am looking for: (outputting the entire model for each one of the above is not-trivial so):

* code showing the fitting of each of the above models

alpha = c(0, .2, .3, .4, .5, .6, .7, .8, .9, 1)  
  
  
ridge = cv.glmnet(x = x, y = y,  
 alpha = alpha[1],  
 nfolds = 6  
 )  
  
enet.2 = cv.glmnet(x = x, y = y,  
 alpha = alpha[2],  
 nfolds = 6  
 )  
  
enet.3 = cv.glmnet(x = x, y = y,  
 alpha = alpha[3],  
 nfolds = 6)  
  
enet.4 = cv.glmnet(x = x, y = y,  
 alpha = alpha[4],  
 nfolds = 6)  
  
  
enet.5 = cv.glmnet(x = x, y = y,  
 alpha = alpha[5],  
 nfolds = 6)  
  
enet.6 = cv.glmnet(x = x, y = y,  
 alpha = alpha[6],  
 nfolds = 6)  
  
enet.7 = cv.glmnet(x = x, y = y,  
 alpha = alpha[7],  
 nfolds = 6)  
  
enet.8 = cv.glmnet(x = x, y = y,  
 alpha = alpha[8],  
 nfolds = 6)  
  
enet.9 = cv.glmnet(x = x, y = y,  
 alpha = alpha[9],  
 nfolds = 6)  
  
lasso = cv.glmnet(x = x, y = y,  
 alpha = alpha[10],  
 nfolds = 6)

* For ridge, Lasso and for plot the cross-validated (6 fold) MSE versus lambda as well as your optimal value of for ridge, Lasso and for

plot(x = ridge$lambda, y = ridge$cvm)
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plot(x = enet.2$lambda, y = enet.2$cvm)
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plot(x = enet.4$lambda, y = enet.4$cvm)
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plot(x = enet.6$lambda, y = enet.6$cvm)
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plot(x = lasso$lambda, y = lasso$cvm)
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Ridge optimal lambda value: 13.4447287

Enet .2 optimal lambda value: 0.2253069

Enet .4 optimal lambda value: 0.1421526

Enet .6 optimal lambda value: 0.0947684

Lasso optimal lambda value: 0.0595685

* The number of non-zero regression coeffecients for each of the above techniques.

ridge.coeff = nrow(summary(coef(ridge, s= 'lambda.min')))  
enet.2.coeff = nrow(summary(coef(enet.2, s= 'lambda.min')))  
enet.4.coeff = nrow(summary(coef(enet.4, s= 'lambda.min')))  
enet.6.coeff = nrow(summary(coef(enet.6, s= 'lambda.min')))  
lasso.coeff = nrow(summary(coef(lasso, s= 'lambda.min')))

Number of nonzero coefficients in ridge model: 2001

Number of nonzero coefficients in enet.2 model: 227

Number of nonzero coefficients in enet.4 model: 134

Number of nonzero coefficients in enet.6 model: 128

Number of nonzero coefficients in lasso model: 119

1. (2 pt) Simulate an independent {} data set of the same type as above (response and features per subject) with . Use seed = 4567.

set.seed(4567)  
beta = c(rep(1,20), rep(0,1980))  
  
  
x = matrix(data = rnorm(mean = 0,   
 n = 10000\*2000,  
 sd = 1),   
 nrow = 10000,  
 ncol = 2000)  
  
  
e = rnorm(n = 10000, mean = 0, sd = 1)  
  
  
y = x %\*% beta + e

1. (2 pt) Using the models you obtained above using the training data set and the 11 models above, compute average test error for each of the 11 models. Which one is the “best” model?

ridge.pred = predict(ridge, x)  
enet.2.pred = predict(enet.2, x)  
enet.4.pred = predict(enet.4, x)  
enet.6.pred = predict(enet.6, x)  
lasso.pred = predict(lasso, x)  
  
ridge.rmse = mean(sqrt((ridge.pred - y)^2))  
enet.2.rmse = mean(sqrt((enet.2.pred - y)^2))  
enet.4.rmse = mean(sqrt((enet.4.pred - y)^2))  
enet.6.rmse = mean(sqrt((enet.6.pred - y)^2))  
lasso.rmse = mean(sqrt((lasso.pred - y)^2))

RMSEs by increasing alpha:

3.2358333

0.9468024

0.9099804

0.8998722

0.8612684

The lasso had the smallest mean test error.

1. Do all the 4 parts of problem 3 but where the underlying model is:

(a)(2 pt) Generate the above data with seed = 8910

set.seed(8910)  
beta = c(rep(1,1000), rep(0,1000))  
  
  
x = matrix(data = rnorm(mean = 0,   
 n = 10000\*2000,  
 sd = 1),   
 nrow = 10000,  
 ncol = 2000)  
  
  
e = rnorm(n = 10000, mean = 0, sd = 1)  
  
  
y = x %\*% beta + e

1. (6 pt) Using glmnet fit Lasso, ridge regression and elastic net with

What I am looking for: (outputting the entire model for each one of the above is not-trivial so):

* code showing the fitting of each of the above models

alpha = c(0, .2, .3, .4, .5, .6, .7, .8, .9, 1)  
  
  
ridge = cv.glmnet(x = x, y = y,  
 alpha = alpha[1],  
 nfolds = 6  
 )  
  
enet.2 = cv.glmnet(x = x, y = y,  
 alpha = alpha[2],  
 nfolds = 6  
 )  
  
enet.3 = cv.glmnet(x = x, y = y,  
 alpha = alpha[3],  
 nfolds = 6)  
  
enet.4 = cv.glmnet(x = x, y = y,  
 alpha = alpha[4],  
 nfolds = 6)  
  
  
enet.5 = cv.glmnet(x = x, y = y,  
 alpha = alpha[5],  
 nfolds = 6)  
  
enet.6 = cv.glmnet(x = x, y = y,  
 alpha = alpha[6],  
 nfolds = 6)  
  
enet.7 = cv.glmnet(x = x, y = y,  
 alpha = alpha[7],  
 nfolds = 6)  
  
enet.8 = cv.glmnet(x = x, y = y,  
 alpha = alpha[8],  
 nfolds = 6)  
  
enet.9 = cv.glmnet(x = x, y = y,  
 alpha = alpha[9],  
 nfolds = 6)  
  
lasso = cv.glmnet(x = x, y = y,  
 alpha = alpha[10],  
 nfolds = 6)

* For ridge, Lasso and for plot the cross-validated (6 fold) MSE versus lambda as well as your optimal value of for ridge, Lasso and for

plot(x = ridge$lambda, y = ridge$cvm)
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plot(x = enet.2$lambda, y = enet.2$cvm)
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plot(x = enet.4$lambda, y = enet.4$cvm)
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plot(x = enet.6$lambda, y = enet.6$cvm)
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plot(x = lasso$lambda, y = lasso$cvm)
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Ridge optimal lambda value: 0.4269841

Enet .2 optimal lambda value: 0.0554017

Enet .4 optimal lambda value: 0.0277009

Enet .6 optimal lambda value: 0.0184672

Lasso optimal lambda value: 0.0121607

* The number of non-zero regression coeffecients for each of the above techniques.

Number of nonzero coefficients in ridge model: 2001

Number of nonzero coefficients in enet.2 model: 227

Number of nonzero coefficients in enet.4 model: 134

Number of nonzero coefficients in enet.6 model: 128

Number of nonzero coefficients in lasso model: 119

1. (2 pt) Simulate an independent {} data set of the same type as above (response and features per subject) with . Use seed = 1112.

set.seed(1112)  
beta = c(rep(1,1000), rep(0,1000))  
  
  
x = matrix(data = rnorm(mean = 0,   
 n = 10000\*2000,  
 sd = 1),   
 nrow = 10000,  
 ncol = 2000)  
  
  
e = rnorm(n = 10000, mean = 0, sd = 1)  
  
  
y = x %\*% beta + e

1. (2 pt) Using the models you obtained above using the training data set and the 11 models above, compute average test error for each of the 11 models. Which one is the “best” model?

ridge.pred = predict(ridge, x)  
enet.2.pred = predict(enet.2, x)  
enet.4.pred = predict(enet.4, x)  
enet.6.pred = predict(enet.6, x)  
lasso.pred = predict(lasso, x)  
  
ridge.rmse = mean(sqrt((ridge.pred - y)^2))  
enet.2.rmse = mean(sqrt((enet.2.pred - y)^2))  
enet.4.rmse = mean(sqrt((enet.4.pred - y)^2))  
enet.6.rmse = mean(sqrt((enet.6.pred - y)^2))  
lasso.rmse = mean(sqrt((lasso.pred - y)^2))

RMSEs in order of increasing alpha:

1.0235113

0.934744

0.9359549

0.9320257

0.9288984

The lasso model is the best model.